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### Questions —-

#### Q1 - introduction and descriptives —-

1. Load the tidyverse-package.

library(tidyverse)

## ── Attaching packages ─────────────────────────────────────── tidyverse 1.3.2 ──  
## ✔ ggplot2 3.3.6 ✔ purrr 0.3.4   
## ✔ tibble 3.1.8 ✔ dplyr 1.0.10  
## ✔ tidyr 1.2.0 ✔ stringr 1.4.1   
## ✔ readr 2.1.2 ✔ forcats 0.5.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

1. Read the data from ‘oecd\_data.csv’.

# Set our working directory  
setwd("~/Data-Science-Business-Analytics/Data")  
# Load our csv file with headers  
oecd\_data <- read.csv("oecd\_data.csv", header = TRUE)

1. Get a first view on the data by getting the dimensions, show the first 5 rows of the data.frame and giving the summary.

To get the dimensions of a dataset we use the dim() function:

dim(oecd\_data)

## [1] 15168 7

# Dimensions are 15168 rows, 7 columns

To show the first 5 rows we use the head() function with n = 5

head(oecd\_data,n=5)

## reg\_id region year country\_code pc\_real\_ppp per real\_ppp  
## 1 ITG27 Cagliari 2000 IT 28821 203200 15650.50  
## 2 KR031 Daegu 2000 KR 13764 NA 34806.70  
## 3 ITG13 Messina 2000 IT 24273 207700 16050.20  
## 4 US09 Connecticut 2000 US 61231 2118200 208907.00  
## 5 UKF12 East Derbyshire 2000 UK 19919 95000 5318.88

To get summary of the data we use the summary() function

summary(oecd\_data)

## reg\_id region year country\_code   
## Length:15168 Length:15168 Min. :2000 Length:15168   
## Class :character Class :character 1st Qu.:2004 Class :character   
## Mode :character Mode :character Median :2008 Mode :character   
## Mean :2008   
## 3rd Qu.:2012   
## Max. :2016   
##   
## pc\_real\_ppp per real\_ppp   
## Min. : 11364 Min. : 2600 Min. : 175.7   
## 1st Qu.: 26270 1st Qu.: 63388 1st Qu.: 4511.1   
## Median : 31530 Median : 117000 Median : 8551.9   
## Mean : 35383 Mean : 370223 Mean : 30311.6   
## 3rd Qu.: 38684 3rd Qu.: 221000 3rd Qu.: 17171.2   
## Max. :462774 Max. :23265300 Max. :2382750.0   
## NA's :27 NA's :140

1. Use the standard plot-function from R (not ggplot()) that get a first visual view on the data. To get a plot of the whole dataframe we use the plot function and input the dataframe

plot(oecd\_data)
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1. How many observations are there by country, by year? Show it in a table. To get the amount of observations by country and year we can use the table() function

table(oecd\_data$country\_code)

##   
## DE ES FR IT KR SE UK US   
## 6432 944 1616 1760 272 336 2941 867

table(oecd\_data$year)

##   
## 2000 2001 2002 2003 2004 2005 2006 2007 2008 2009 2010 2011 2012 2013 2014 2015   
## 933 933 933 933 933 933 933 933 933 933 933 933 933 933 933 933   
## 2016   
## 240

#### Q2 - dplyr-preparations + first visualizations —-

1. To get to our first visualizations, filter only the observations for UK.

We can do this with indexing and filter in the ‘row index’:

oecd\_uk <- oecd\_data[oecd\_data$country\_code=='UK',]

Or we can use the filter function from the dplyr package:

library(dplyr)  
oecd\_uk <- oecd\_data %>%  
 filter(oecd\_data$country\_code == 'UK')

1. Group the observations in the dataset from Q2a) by year and get the minimum and maximum of pc\_real\_ppp in the UK.

We use the group\_by function to group the data by year and then we summarise using the summarise function (dplyr package)

uk\_grouped <- oecd\_uk %>%   
 group\_by(year) %>%  
 summarise(minimum = min(pc\_real\_ppp, na.rm=TRUE), maximum = max(pc\_real\_ppp, na.rm=TRUE))

1. Show in a time series plot the minimum and maximum of pc\_real\_ppp in the UK over time.

First we reshape the data to long format, so that minimum and maximum can be used as categorical variables.

library(reshape2)

##   
## Attaching package: 'reshape2'

## The following object is masked from 'package:tidyr':  
##   
## smiths

uk\_grouped\_m <- melt(uk\_grouped,id.vars="year")

Now, we can start plotting using ggplot2. We plot the time variable (year) on the x axis and assign the y to ‘value’ (which is all the minimum and maximum values). Using the argument color, we’re able to distinguish between minimum and maximum values. Furthermore, we add some labels and titles.

library(ggplot2)  
ggplot(uk\_grouped\_m, aes(x=year, y=value, color=variable)) +   
 geom\_line() +  
 labs(x = "Year",  
 y = "GDP in US Dollars",  
 title = "Maximum & Minimum GDP UK over time")

![](data:image/png;base64,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)

#### Q3 - data wrangling —-

1. Back to our original dataset, loaded in Q1b). Get for each country in 2015 the name of the region with the largest pc\_real\_ppp.

Using dplyr we use the group\_by function to group the data by country and year. Using the filter and the max() function we only keep the largest values (per country and year) in the year 2015. Then, we arrange the data by pc\_real\_ppp desc and select only the variable in which we’re interested.

oecd\_region <- oecd\_data %>%   
 group\_by(country\_code, year) %>%  
 filter(pc\_real\_ppp == max(pc\_real\_ppp), year==2015) %>%  
 arrange(desc(pc\_real\_ppp)) %>%  
 select(country\_code, region, pc\_real\_ppp)

## Adding missing grouping variables: `year`

oecd\_region

## # A tibble: 8 × 4  
## # Groups: country\_code, year [8]  
## year country\_code region pc\_real\_ppp  
## <int> <chr> <chr> <int>  
## 1 2015 UK Camden & City of London 446495  
## 2 2015 US District of Columbia 166797  
## 3 2015 DE Ingolstadt Kreisfreie Stadt 151068  
## 4 2015 FR Hauts-de-Seine 109111  
## 5 2015 KR Ulsan 66795  
## 6 2015 SE Stockholm County 62527  
## 7 2015 IT Milan 61968  
## 8 2015 ES Araba/Álava 48792

1. (Again use the dataset loaded in Q1b) We need to scale the data such that countries are comparable. Mutate pc\_real\_ppp such that it is relative to the countries average by year. You thus need to find the average over the observations of pc\_real\_ppp grouped by country\_code and by year.

First, we group by country and year. Then, we use the mutate function to calculate an average over this group (removing NA’s is necessary to make sure we always get a value), then we calculate relative pc\_real\_ppp by dividing by the average calculated previosuly. Lastly, we select the attributes in which we’re interested.

oecd\_scaled <- oecd\_data %>%   
 group\_by(country\_code, year) %>%  
 mutate(average\_by\_country\_year = mean(pc\_real\_ppp, na.rm = TRUE),   
 pc\_real\_ppp = pc\_real\_ppp/average\_by\_country\_year) %>%  
 select(country\_code, year, region, pc\_real\_ppp)  
oecd\_scaled

## # A tibble: 15,168 × 4  
## # Groups: country\_code, year [131]  
## country\_code year region pc\_real\_ppp  
## <chr> <int> <chr> <dbl>  
## 1 IT 2000 Cagliari 0.880  
## 2 KR 2000 Daegu 0.660  
## 3 IT 2000 Messina 0.741  
## 4 US 2000 Connecticut 1.39   
## 5 UK 2000 East Derbyshire 0.608  
## 6 UK 2000 Gwent Valleys 0.576  
## 7 UK 2000 Nottingham 1.16   
## 8 UK 2000 Cheshire West and Chester 0.996  
## 9 FR 2000 Gard 0.859  
## 10 UK 2000 Suffolk 0.920  
## # … with 15,158 more rows

1. Repeat Q2b) over the dataset created in Q3b), but now having the minimum and maximum for each year, for each country. First, we take the previous dataset (oecd\_scaled) and group by year and country. Using the summary function we get the minimum and maximum, removing NA’s (NA’s will cause the value to be NA if 1 observation is NA). Lastly, we arrange the data by country and year.

oecd\_scaled\_grouped <- oecd\_scaled %>%  
 group\_by(year, country\_code) %>%  
 summarise(minimum = min(pc\_real\_ppp, na.rm=TRUE), maximum = max(pc\_real\_ppp, na.rm=TRUE)) %>%  
 arrange(country\_code, year)

## `summarise()` has grouped output by 'year'. You can override using the  
## `.groups` argument.

oecd\_scaled\_grouped

## # A tibble: 131 × 4  
## # Groups: year [17]  
## year country\_code minimum maximum  
## <int> <chr> <dbl> <dbl>  
## 1 2000 DE 0.463 3.33  
## 2 2001 DE 0.459 3.57  
## 3 2002 DE 0.461 3.39  
## 4 2003 DE 0.457 3.33  
## 5 2004 DE 0.449 3.29  
## 6 2005 DE 0.457 3.35  
## 7 2006 DE 0.453 3.20  
## 8 2007 DE 0.454 3.28  
## 9 2008 DE 0.453 3.19  
## 10 2009 DE 0.455 3.22  
## # … with 121 more rows

1. Read the data from ‘oecd\_names.csv’. We load the data using the read.csv function. Data has headers.

setwd("~/Data-Science-Business-Analytics/Data")  
oecd\_names <- read.csv("oecd\_names.csv", header = TRUE)

1. Join the oecd\_names and the data.frame from Q3c) making sure all observations of the latter data.frame are kept. We join the previous dataframe (oecd\_scaled\_grouped) with the oecd\_names dataframe. To ensure we keep all observations from the first dataframe we use a left join with the join condition: country\_code = oecd.imp.code

oecd\_join <- oecd\_scaled\_grouped %>%  
 left\_join(oecd\_names, by = c('country\_code' = 'oecd.imp.code')) %>%  
 select(country, year, minimum, maximum)  
oecd\_join

## # A tibble: 131 × 4  
## # Groups: year [17]  
## country year minimum maximum  
## <chr> <int> <dbl> <dbl>  
## 1 Germany 2000 0.463 3.33  
## 2 Germany 2001 0.459 3.57  
## 3 Germany 2002 0.461 3.39  
## 4 Germany 2003 0.457 3.33  
## 5 Germany 2004 0.449 3.29  
## 6 Germany 2005 0.457 3.35  
## 7 Germany 2006 0.453 3.20  
## 8 Germany 2007 0.454 3.28  
## 9 Germany 2008 0.453 3.19  
## 10 Germany 2009 0.455 3.22  
## # … with 121 more rows

1. Repeat Q2c) and show the minimum and maximum by country (Use ‘country’ instead of ‘country\_code’). Give each country its own color (not the default colors). Let minimum and maximum have different line types. Update the visualization such to make it look nicer using the tools at hand (given to you in the lectures)

We use the dataframe oecd\_join with relative pc\_real\_ppp by country and year. First we reshape the data to long format, so that minimum, maximum and country can be used as categorical variables in upcoming plots

oecd\_3e\_m <- melt(oecd\_join, id.vars = c('country','year'))

Secondly, we manually make up some colors and put these in the vector ‘colors’. These are to be used in the plot itself.

colors <- c('red', 'green', 'blue', 'yellow', 'purple', 'pink', 'orange', 'black')

We plot the time variable (year) on the x axis, we assign y to ‘value’ (previously minimum or maximum pc\_real\_ppp). Now its time to do some finetuning, adding arguments for color (which we want to be determined by country) and linetype (which must be determined by minimum or maximum value of pc\_real\_ppp). Next, we add our manually selected list of colors to be used in the plot. Last, we add some labels and titles to make the plot more easily understood.

ggplot(oecd\_3e\_m, aes(x=year, y=value, color = country, linetype = variable)) + geom\_line() +   
 scale\_color\_manual(values = colors) +  
 labs(x = "Year",  
 y = "Relative GDP",  
 title = "Maximum & Minimum GDP over time by Country")
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#### Q4 - wrap-up —-

Reproduce the plot from Q3e) with 1. real\_ppp per worker (which can be created using real\_ppp and per from the data.frame 2. 5% en 95% quantiles instead of minimum and maximum Still remember to do the scaling as in Q3b) Can you do this without any intermediate results? (using Pipes %>%) Based on the first graph, people reacted: dispersion between regions grows! What can you conclude (differently)?

# The variable ‘per’ has some missing values (KR en FR) we need to filter these out in our dplyr statement before calculations. ‘Real\_ppp’ has no missing values.

summary(oecd\_data$per)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 2600 63388 117000 370223 221000 23265300 140

Step by step what we do in the following dplyr statement. First we take the oecd\_data dataframe and filter out the rows with missing values for ‘per’. Thereafter, we join oecd\_names dataframe to get the full country names. Then, we group by country and year to calculate real\_ppp per worker (real\_ppp\_per), the average ppp per worker per country by year. We use this to calculate the relative GDP per worker. We use summarise to calculate 5% and 95% quantiles of this variable. Now we have to get our data ready to plot. We reshape the data to long format, using the melt function. Last, we plot our new variable over time (year) by country and for the different quantiles. We do this in 1 dplyr statement.

oecd\_data %>%  
 filter(!is.na(per)) %>%  
 left\_join(oecd\_names, by = c('country\_code' = 'oecd.imp.code')) %>%  
 group\_by(country, year) %>%  
 mutate(real\_ppp\_per = real\_ppp/per,   
 average\_by\_country\_year = mean(real\_ppp\_per, na.rm = TRUE),   
 real\_ppp\_per = real\_ppp\_per/average\_by\_country\_year) %>%  
 summarise('5% Quantile' = quantile(real\_ppp\_per, 0.05,na.rm=TRUE),'95% Quantile' = quantile(real\_ppp\_per, 0.95, na.rm=TRUE)) %>%   
 melt(id.vars = c('country','year')) %>%  
 ggplot(aes(x=year, y=value, color = country, linetype = variable)) +   
 geom\_line() +   
 scale\_color\_manual(values = colors) +  
 labs(x = "Year",  
 y = "Relative GDP per worker",  
 title = "5% & 95% quantiles of GDP over time by country")

## `summarise()` has grouped output by 'country'. You can override using the  
## `.groups` argument.

## Warning: attributes are not identical across measure variables; they will be  
## dropped
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Compared to the first plot, we can conclude the dispersion between regions has not been growing over the years. In some cases(South Korea) we can even see a decline in the dispersion. We had to drop missing values for South Korea, that’s why the data for this country starts from 2007.